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Abstract. The mark-up language XML (Extensible Mark-up Language)
is recently understood as a new approach to data modeling. A well-
formed XML document or a set of documents is an XML database and
the associated DTD or schema specified in the language XML Schema
is its database schema. Implementation of a system enabling us to store
and query XML documents efficiently (so called native XML databases)
requires a development of new techniques that make it possible to index
an XML document in a way that provides an efficient evaluation of a user
query. Most of XML query languages are based on the language XPath
and use a form of path expressions for composing more general queries.
In the paper we compare element-based and path-based approaches to
indexing XML data. In the case of element-based approaches query is
evaluated step by step. Each step produces a lot of elements which may
be refused in the next evaluation step. In the paper we show that the
previously published multi-dimensional path-based approach overcomes
conventional element-based approaches.

Key words: indexing XML data, XPath, element-based approach, path-
based approach, multi-dimensional data structures

1 Introduction

The mark-up language XML (Extensible Mark-up Language) [20] is recently
understood as a new approach to data modelling [16]. A well-formed XML doc-
ument or a set of documents is an XML database and the associated DTD or
schema specified in the language XML Schema [23] is its database schema. Imple-
mentation of a system enabling us to store and query XML documents efficiently
(so called native XML databases) requires a development of new techniques [16,
5].

An XML document is usually modelled as a graph the nodes of which corre-
spond to XML elements and attributes. The graph is mostly a tree (we consider
no attribute IDREFS now). To obtain specified data from an XML database a
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number of special query languages have been developed, e.g. XPath [22], and
XQuery [21]. A common feature of these languages is a possibility to formulate
paths in the XML graph. Such a path is a sequence of element or attribute names
from the root element to a leaf. Regular expressions provide a valuable method
for paths specifications. In fact, most of XML query languages are based on the
XPath language that uses a form of path expressions for composing more general
queries. The XPath defines a family of 13 axes, i.e. relationship types in that an
actual element can be associated to other elements represented in the XML tree.
The family of axes defined in the XPath is designed to allow the set of graph
traversal operations that are seen to be atomic in XML document trees.

In the past, there were many considerations about use of existing relational
or object-relational DBMSs for storing and querying XML data. Since a tree
is accessed during evaluation of a query, conventional approaches through the
conventional database languages SQL or OQL fail or they are not too efficient.
Consequently, a form of indexing is necessary.

Recently there are several approaches to indexing XML or, more general,
semistructured data. Some of them are based on a traditional relational tech-
nology (e.g. Lore [15] and XISS [14]), the others use special data structures for
representation of XML data like trie (e.g. Index Fabric [7] and DataGuide [17])
or multi-dimensional data structures (e.g. XPath Accelerator [9]). The latter ap-
proach uses R-trees but also B-trees as database indices in environment of a
relational DBMS. As it was expected, R-trees outperforms B-trees in this pro-
posal. The work [7] presents an index over the prefix-encoding of the paths in an
XML document tree, in which each leaf uL of the document tree is prefixed by
the sequence of element tags that one encounters during a path traversal from
the document root to uL. A more complete summary of various approaching to
indexing XML data is e.g. [6].

In the course of the development of XML databases the need for a benchmark
framework has become more and more evident: many different ways to store and
query XML data have been suggested in the past, e.g. XMark [18] and XML Data
Repository [19].

From the other point of view we distinguish element-based (e.g. XPath Ac-
celerator [9] or XISS [14]) and path-based (e.g. [13, 11]) approaches to indexing
XML data. In the case of an element-based approach a query is evaluated step
by step. Each step produces a lot of elements which may be refused in the next
evaluation step.

In the paper we compare XPath accelerator (XPA) element-based approach
and the multi-dimensional (MDA) path-based approach. We show that the previ-
ously published multi-dimensional path-based approach (e.g. [13, 11]) overcomes
conventional element-based approaches. In Section 2 we describe XPA as a typ-
ical representative of element-based approaches. In Section 3 we describe MDA
to indexing XML data. Section 4 reports on results of experiments for selected
XPath queries. In conclusion we summarize the paper content and outline pos-
sibilities of a future work.
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2 XPath Accelerator (XPA)

XPA [9] is an indexing method for efficient evaluation of XPath queries. XPA
is an element-based approach to indexing semi-structured data applying multi-
dimensional data structures like R-tree or UB-tree but it can be realized in a
relational database as well.

2.1 Model of XML documents

Every XML document can be modelled as a tree where one tree node corresponds
to exactly one element or attribute of XML document. For support all XPath
axes XPA assigns 5-dimensional descriptor desc(v) to every node v

desc(v) = 〈pre(v), post(v), par(v), att(v), tag(v)〉 .

The first attribute in the descriptor is preorder rank pre(v) of node v. Pre(v)
corresponds to a document order of node v. Document order is defined as an
order in which nodes appear in XML serialization of a document. Otherwise
said, document order corresponds to the order in which nodes come in sequential
reading of text representation of XML document. Pre(v) is assigned to node v
before any of its children is visited in sequential reading. The second attribute
is postorder rank post(v) of node v. This number is assigned to node v after all
its children are visited. Let v and v′ be evaluated nodes of XML tree. Then

– v′ is descendant of v ⇔ pre(v) < pre(v′) ∧ post(v′) < post(v),
– v′ is following of v ⇔ pre(v) > pre(v′) ∧ post(v′) < post(v).

Similarly, relations ancestor and preceding can be evaluated between any
two nodes. If every node v of the tree has assigned pair (pre(v), post(v)) then
we are able to determine four major axes descendant, ancestor, following and
preceding for the node v with a single query. We call this node a context node.
The determination of axe for a context node means finding all nodes which are
in the appropriate relation with the context node.

Example 1 (Evaluation of four major axis for context node).
In Figure 1(a) we can see an XML document modelled as a tree. All nodes are

evaluated with the preorder and postorder rank. In Figure 1(b) we see pre/post
plane divided into four regions where every region corresponds to one axis. The
division is made for a context node h. Major axes for the context node h contain
the following nodes:

– a, f in axis ancestor :: ∗,
– k in axis following :: ∗,
– i, j in axis descendant :: ∗,
– b, c, d, e, g in axis preceding :: ∗.
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Fig. 1. (a) Evaluation of an XML tree with pairs (pre(v), post(v)). (b) Node distribu-
tion in pre/post plane and four major axes for a context node h.

Descriptor desc(v) for a node v includes an attribute par(v) for support of
axes parent, child, following − sibling and preceding − sibling. The attribute
stores the parent’s preorder rank of a node v. Boolean attribute att(v) is true
if the node v is attribute. The attribute att is included to support of attribute
axis. Finally, attribute tag stores element (or attribute) name id. There is an
algorithm which can compute the descriptor desc for every node of an XML tree
during single sequential reading of an XML document.

We use a term index for mapping term to its id. Every term which occurs
during parsing XML document is faced with term index and mapped to appro-
priate id. Attribute and element names are stored in XPA index as a part of
descriptor dest, but also terms in an element content or attribute value should
be stored somehow. We decided to use the inverted list [2]. Value of every el-
ement or attribute v is parsed into single words which are mapped to ids. We
store pairs (id, pre(v)) for every word in the inverted list. Consequently, we can
retrieve pre(v) of all nodes to be contain searched word.

2.2 Querying in the XPA index

XPA index is done after we map the whole XML document into 5-dimensional
space. We resolve location steps of XPath query step by step. The location step
consists of name of the axis, name of the node (nodeName) and predicate. The
predicate is optional but in the case there is some predicate we have to solve
axis::nodeName part and predicate separately and then we have to union the
results. We designed implementation of XPA so that it is possible to handle
nested predicates. Solving axis::nodeName part of one location step is realized
using query upon 5-dimensional space. We find all nodes inside 5-dimensional
cube as it is shown in Table 1 in more detail.

Wildcard ’*’ in Table 1 means that this attribute can have any value to match
corresponding axis, but value of attribute tag depends on value of nodeName of
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Table 1. Intervals of each attribute for evaluation of corresponding XPath axe.

axe pre post par att tag

child (pre(v),∞) [0, post(v)) pre(v) false *
descendant (pre(v),∞) [0, post(v)) * false *
descendant-or-self [pre(v),∞) [0, post(v)) * false *
parent [par(v), par(v)] [post(v),∞) * false *
ancestor [0, pre(v)) (post(v),∞) * false *
ancestor-or-self [0, pre(v)] [post(v),∞) * false *
following (pre(v),∞) (post(v),∞) * false *
preceding [0, pre(v)) [0, post(v)) * false *
following-sibling (pre(v),∞) (post(v),∞) par(v) false *
preceding-sibling [0, pre(v)) [0, post(v)) par(v) false *
attribute (pre(v),∞) [0, post(v)) pre(v) true *

location step. When the index applies R-trees or other multi-dimensional data
structure retrieving of all nodes inside 5-dimensional cube can be performed by
a single range query.

XPath query is evaluated from one context node vc. XPath query consists of
a sequence of location steps. Query processing is done in these phases:

1. We obtain a set of nodes S1 as a result of evaluation of the first location step
from context node vc. We set i = 1.

2. The set Si is established as a set of context nodes for the following step.
3. We evaluate (i + 1)th location step for every context node from the set Si

and the result is a set of nodes Si+1. We increment i by one.
4. Phases 2 and 3 are repeated until the last location step of XPath query is

evaluated.
5. Set of nodes Si is the result of the XPath query.

That means running many range queries during every phase 3. With increas-
ing number of location steps the execution time of the query increases as well.
Size of the set Si which is created during each location step may be much larger
then the size of the XPath query result. Such inefficiency leads to unnecessary
execution time overhead.

3 Multi-dimensional Approach to Indexing XML Data

In [13, 11, 12] MDA was introduced. This path-based approach applies to in-
dexing XML data paged and balanced multi-dimensional data structures like
UB-trees [3], R-trees [10], R∗-trees [4], and BUB-trees [8].
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3.1 Model of XML documents

As mentioned above an XML document may be modelled by a tree, whose nodes
correspond to elements and attributes. String values of elements or attributes or
empty values occur in leafs. An attribute is modelled as a child of the related
element. Consequently, an XML document may be modelled as a set of paths
from the root node to all leaf nodes. Note, unique number idU (ui) of a node ui

(element or attribute) is obtained by counter increments according to the docu-
ment order [9]. Unique numbers may be obtained using an arbitrary numbering
schema. Of course, document order must be preserved.

Let P be a set of all paths in a XML tree. The path p ∈ P in an XML tree is
sequence idU (u0), idU (u1), . . . , idU (uτP (p)−1), s, where τP (p) is the length of the
path p, s is PCDATA or CDATA string, idU (ui) ∈ D = {0, 1, . . . , 2τD − 1}, τD is the
chosen length of binary representation of a number from domain D. Node u0

is always the root node of the XML tree. Since each attribute is modelled as a
super-leaf node with CDATA value, nodes u0, u1, . . . , uτP (p)−2 represent elements
always.

<!DOCTYPE books [
<!ELEMENT books(book)>
<!ELEMENT book(title,author)>
<!ATTLIST book id CDATA #REQUIRED>
<!ELEMENT title(#PCDATA)>
<!ELEMENT author(#PCDATA)>

]>

<?xml version="1.0" ?>
<books>

<book id="003-04312">
<title>The Two Towers</title>
<author>J.R.R. Tolkien</author>

</book>
<book id="001-00863">

<title>The Return of the King</title>
<author>J.R.R. Tolkien</author>

</book>
<book id="045-00012">

<title>Catch 22</title>
<author>Joseph Heller</author>

</book>
</books>

Fig. 2. (a) DTD of documents which contain information about books and authors.
(b) Well-formed XML document valid w.r.t DTD.

A labelled path lp for a path p is a sequence s0, s1, . . . , sτLP (lp) of names of
elements or attributes, where τLP (lp) is the length of the labelled path lp, and si

is the name of the element or attribute belonging to the node ui. Let us denote
the set of all labelled paths by LP. A single labelled path belongs to a path,
one or more paths belong to a single labelled path. If the element or attribute
is empty, then τP (p) = τLP (lp), else τP (p) = τLP (lp) + 1.

Example 2 (Decomposition of XML tree to paths and labelled paths).
In Figure 2 we see an example of an XML document. In Figure 3 we see an XML
tree modelling the XML document. We see that this XML document contains
paths:
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books

book book book

title author title author id author

J.R.R.
Tolkien

(7)

J.R.R.
Tolkien

(7)

Joseph
Heller
(12)

The Two
Towers

(5)

The Return
of the King

(9)

045-
00012

(10)

1
(1)

2
(2)

4
(6)

11
(4)

0
(0)

5
(1)

9
(1)

3
(4)

7
(4)

8
(6)

10
(2)

12
(6)

id

003-
04312

(3)

id 6
(2)

title

001-
00863

(8)

Catch 22

(11)

Fig. 3. Example of XML tree with unique numbers idU (ui) of elements and attributes
ui and unique numbers idT (si) of names of elements and attributes and their values si

(values in parenthesis).

– 0,1,2,’003-04312’; 0,5,6,’001-00863’ ; and 0,9,10,’045-00012’ belong
to the labelled path books,book,id,
– 0,1,3,’The Two Towers’; 0,5,7,’The Return of the King’; and 0,9,11,
’Catch 22’ belong to the labelled path books,book,title,
– 0,1,4,’J.R.R. Tolkien’; 0,5,8,’J.R.R. Tolkien’; and 0,9,12,’Joseph
Heller’ belong to the labelled path books,book,author.

Definition 1 (point of n-dimensional space representing a labelled path).

Let ΩLP = Dn be an n-dimensional space of labelled paths, |D| = 2τD , and
lp ∈ LP be a labelled path s0, s1, . . . , sτLP (lp), where n = max(τLP (lp), lp ∈
LP) + 1. Point of n-dimensional space representing a labelled path is
defined tlp = (idT (s0), idT (s1), . . . , idT (sτLP (lp))) ∈ ΩLP , where idT (si) is a
unique number of term si, idT (si) ∈ D. A unique number idLP (lpi) is assigned
to lpi.

Definition 2 (point of n-dimensional space representing a path).
Let ΩP = Dn be an n-dimensional space of paths, |D| = 2τD , p ∈ P be a
path idU (u0), idU (u1), . . . , idU (uτLP (lp)), s and lp a relevant labelled path with
the unique number idLP (lp), where n = max(τP (p), p ∈ P) + 2. Point of n-
dimensional space representing path is defined tp = (idLP (lp), idU (u0), . . . ,
idU (uτLP (lp)), idT (s)) ∈ ΩP .

We define three indexes:

1. Term index. This index contains a unique number idT (si) for each term
si (names and text values of elements and attributes). The unique numbers
can be generated by counter increments according to the document order.
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We want to get a unique number for a term and a term for a unique number
too. This index can be implemented by the B-tree.

In Figure 3 we see the XML tree with unique numbers of terms in parenthesis.

2. Labelled path index. Points representing labelled paths together with
labelled paths’ unique numbers (also generated by counter increments) are
stored in the labelled path index.

In Figure 3 we see that the document contains three unique labelled paths
books,book,id; books,book,title; and books,book,author. We create
points (0,1,2); (0,1,4); and (0,1,6) using idT of element’s and attribute’s
names. These points are inserted into a multi-dimensional data structure
with idLP 0, 1, and 2.

3. Path index. Points representing paths are stored in the path index.

In Figure 3 we see unique numbers of elements. Let us take the path to the
value The Two Towers. Relevant labelled path book,book,title has got
idLP 1 (see labelled path index). We get point (1,0,1,3,5) after insert-
ing unique numbers of labelled path idLP , unique numbers of elements idU

and term The Two Towers. This point is stored in a multi-dimensional data
structure.

An XML document is transformed to points of vector spaces and XML
queries are implemented using a multi-dimensional data structure queries. The
multi-dimensional data structures provide a nature processing of point or range
queries [3]. The point query probes if the vector is or is not present in the data
structure. The range query searches all points in a query box T1 : T2 defined by
two points T1, T2.

3.2 Queries for values of elements and attributes

Now, implementation of a query for values of elements and attributes and query
defined by a simple path based on an ancestor-descendent relation will be de-
scribed. Query processing is performed in three phases which are connected:

1. Finding unique numbers idT of query’s term in the term index.

2. Finding labelled paths’ idLP of query in the labelled path index.
We search the unique numbers in a multi-dimensional data structure using
point or range queries.

3. Finding points in the path index. We find points representing paths in
this index using range queries. Now, we often want to retrieve (using labelled
paths and term index) names or values of elements and attributes.
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In Figure 4(a)
we see that we
can model the
query (a) as a
tree. Consequently,
we can create the
range queries in
the same way as
the XML tree
is decomposed
to vectors of
multi-dimensional
spaces.

Fig. 4. Trees modelling XPath queries for values of ele-
ments or attributes: (a) /books/books[author=’Joseph
Heller’] (b) /books//author.

Example 3 (Evaluation plan of the XPath query /books/book[author="Joseph

Heller"]).
By the query we want to retrieve all books written by Joseph Heller:

1. Find idT of terms books, book, author, and Joseph Heller in the term
index.

2. Find a unique number idLP of the labelled path books,book,author in the
labelled path index, which was transformed to the point representing the
labelled path. We retrieve idLP = 2 of labelled path by the point query
(0,1,6).

3. Create two points defining a query box, which searches points relevant to
this query. The query box is defined by points (2,0,0,0,12) and (2,maxD,
maxD,maxD,12), where maxD is the maximal value of domain D of space
ΩP . idLP of the labelled path retrieved during the last phase is located in the
first points’ coordinates. idT of term Joseph Heller is located in the last
points’ coordinates. Since, we search points with arbitrary values of 2nd–4th

coordinates, the first point contains the minimal values of multi-dimensional
space’s domain and the second point contains the maximal values of the
domain.

We need to distinguish labelled paths and paths belonging to element or
attribute. We solve it using flags added to points. Similarly, we can solve indexing
of more XML documents, which can be valid w.r.t different schema. Hence,
the multi-dimensional approach is hopeful for implementation of a native XML
database.

4 Experimental results

In our experiments we compare XPA element-based approach with MDA path-
based approach. We show the element-based XPA is less effective than MDA.
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Both approaches are based on multi-dimensional data structures (R-tree [10]
and Signature R-tree [12], respectively). The framework ATOM [1] is applied
in our implementation of data structures. Although compared approaches are
very different we can compare some same parameters (e.g. DAC). Consequently,
we show the main disadvantage of element-based approaches. Single steps are
evaluated step by step during a query evaluation. Each step produces a lot of
elements which may be refused in the next evaluation step. We show the number
of the refused elements is rather large in the case of XPA.

In our experiments1 we use the XMARK collection [18]. The collection con-
tains one file of the size 111MB. It includes 2,082,854 elements. Table 2 shows
statistics of XPA indices. In Table 3 tested queries are put forward. These queries
were selected wilfully. The first one includes 180 elements in the result, whereas
the second one includes 7.5× elements more than the first query, that is 1,350.

Table 2. Statistics of XPA indices (element index, inverted list, and term index)

XPA index Inverted list Term indexes

Tree level 4 3 1 - 4
Number of items 2,081,550 8,130,422 376,906
Number of inner nodes 1,378 1,574 1,038
Number of list nodes 31,980 71,638 6,559
Average filling [%] 74.8 65.9 61
Size of inner node [B] 2,028 2,044
Size of leaf node [B] 2,048 2,048
Item size of inner node [B] 40 16
Item size of leaf node [B] 24 12
Dimension 5 2

Table 3. Two XPath queries evaluated in our experiments

Query XPath query Result Size

Q1 /site/closed_auctions/closed_auction/annotation/

description/parlist/listitem/parlist/listitem/text/

emph/keyword/

180

Q2 /site/regions/africa/item[location=’United’] 1,350

Tables 5 and 6 show results of evaluation of queries Q1 and Q2, respectively,
in XPA. Tables includes surveyed parameters for each location step. In Table 4
such parameters are described.

Inefficiency of element-based approach is obvious in the difference between
Nodes and Useful values. In the case of Q1 55,383 elements are retrieved but

1 The experiments were executed on an Intel Pentium r4 2.4Ghz, 1GB DDR400,
under Windows XP.
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Table 4. Surveyed parameters during query evaluation in XPA

Nodes Number of nodes in the result set after evaluation of one location step
Useful Number of nodes which leads to at least one node in the next location step
Time Time for processing the step
DAC Number of access in indices

the result contains only 180 elements. In the case of Q2 27,493 elements are
retrieved but the result contains only 1,350 elements.

Table 5. Statistics of query Q1 evaluated with XPA

Step Nodes Useful Time [s] DAC

site 1 1 0.02 5
closed auctions 1 1 0 5
closed auction 9,750 9,750 1.9 1,386
annotation 9,750 9,750 4.6 50,594
description 9,750 2,934 5 50,252
parlist 2,934 2,934 4.64 49,773
listitem 8,512 1,713 1.9 15,448
parlist 1,713 1,713 4.02 43,114
listitem 4,964 4,964 1.02 8,872
text 4,964 1,890 2.11 24 999
emph 2,864 173 1.97 24,806
keyword 180 180 0.95 14,070

Sum 55,383 36,003 28.27 283,324

Table 6. Statistics of query Q2 evaluated with XPA

Step Nodes Useful Time DAC

site 1 1 0 5
regions 1 1 0 5
africa 1 1 0 5
item 550 550 0.08 27
location ∼= ’United’ 26,940 1,350 3.34 5,673

Sum 27,493 1,903 3.48 5,716

Table 8 shows results of queries Q1 and Q2 in the case of MDA. Surveyed
parameters are put forward in Table 7. We can see the time and DAC of query
evaluation is lower than in the case of XPA. The advantage of MDA is obvious.
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Table 7. Surveyed parameters during query evaluation in MDA

DACt Number of access in term index
DACp Number of access in labeled path index
DAClp Number of access in path index
DAC Whole number of access in indices
Time Time of query evaluation

Table 8. Statistics of queries Q1 and Q2 evaluated with MDA

Q1 Q2

DACt 211 60
DAClp 1 144
DACp 723 2,400

DAC 934 2,604

Time [s] 0.49 0.26

5 Conclusion

In the paper we compare XPA element-based approach and MDA path-based
approach. In the case of an element-based approach a query is evaluated step
by step. Each step produces a lot of elements which may be refused in the next
evaluation step. Results of our experiments prove the previously published MDA
path-based approach overcomes conventional element-based approaches. In our
future work, we would like further to improve the abilities and the efficiency
of MDA. In particular, we are going to develop an implementation of another
complex XML querying such XPath and XQuery query languages defined it. We
would like to use data types described by XML Schema for querying and develop
an efficient implementation of approximate querying of XML documents.
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