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Abstract: In this paper, we propose an MDA based approach for developing
multi-agent systems. MDA specifies a structured software development process
divided in modeling stages. In the PIM stage, where platform independent mod-
els are specified, we propose to use an MAS modeling language called MAS-
ML since it does not restrict or specify implementation platforms. In the PSM
stage, where platform specific models are defined, we propose to use the UML
modeling language. The MAS-ML models defined in the PIM stage are trans-
formed into UML models at the PSM stage, based on an object-oriented frame-
work for implementing MAS. In the last stage, the application code is generated
from the UML models.

1 Introduction

Multi-agent systems (MAS) are becoming widely used for building complex and
large-scale systems. Different applications’ domains, like digital libraries, virtual
markets and information systems in general, such as [2,16], were developed by using
the MAS approach. For this reason, a variety of methodologies and others MAS mod-
eling and implementing techniques have been proposed with the purpose of helping
the developers in building such systems.

This paper proposes an MDA (Model Driven Architecture) [4] based approach for
developing MAS. The MDA architecture considers models as the primary artifact and
covers the complete life cycle of software systems. Four mains stages defining spe-
cific models compose MDA. The tracking of the models is accomplished through
transformations of one model into another.

MDA development process explicitly separates models at three abstractions layers
The most abstract model is the computational independent model (CIM) that are ap-
plication conceptual models, independents of the computational characteristics of the
solution. A CIM is refined into a platform independent model (PIM), corresponding to
the second stage of the development process. PIMs are high-level models that contain
already computational information about the system but are independent of implemen-
tation platforms. The less abstract model is the platform specific model (PSM), which
correspond to the third stage, is model created based on PIM by including specific
platform details. In the fourth stage of the MDA development process, PSMs are
transformed into application code. In addition, MDA also defines a set of consecutive
transformations that should be applied to the models in order to allow the transforma-
tion of high-level abstraction models into code.



The proposed development process defines the MDA stages and the transitions be-
tween the stages according to the characteristics of MAS. The proposed development
process defines a MAS PIM, the transformation of these models into PSM, the speci-
fication of PSM and the transformation of PSM into code. The representation of CIM
as well as the generation of CIM into PIM is beyond the scope of this paper.

In our proposed development process, we use the MAS-ML modeling language
[12, 14] to model MAS. MAS-ML is a modeling language that extends UML, includ-
ing agent-related abstractions. The MAS-ML models will represent the PIMs defined
in MDA, since MAS-ML does not restrict or specify implementation platforms. To
transform the MAS-ML models into PSMs, we propose to use an object-oriented
framework called ASF (Agent Society Framework) [13]. The ASF framework defines
a set of object-oriented modules that describes abstract classes that should be extended
in order to implement multi-agent applications. By instantiating the ASF framework
from MAS-ML models, these models are transformed into UML models that has sev-
eral characteristics and depend on the framework used. Therefore, the UML models
are PSMs. To represent the last stage of MDA approach, the transformation of PSMs
into code, we automatically transform the UML models generated in the previous
stage into objected-oriented code by using the XMI [6] technology.

The use of MDA in the MAS development process offers several advantages. The
MAS-ML models that describe an application are PIMs that are portable to diverse
systems and can be used to generate different computational models by applying vari-
ous implementation platforms. Another advantage is the generation of different MAS
viewpoints through the specification of models that have different abstraction levels.
The MAS-ML models are high-level models that focus on the problem definition by
describing the system in an agent-oriented level. The UML models are low-level mod-
els that focus on the solution of the problem by including implementation details and
describing the system in an object-oriented level.

The article is organized as follows. Section 2 describes our main contribution by
showing the MAS development process using MDA. Section 3 draws some conclu-
sions and discusses future work.

2 Multi-Agent Systems and MDA

The development process of large-scale systems, as MAS, involves the construction of
different models based on variety requirements. The transformations of a system
specification into models and of these models into code are usually accomplished in a
non-organized way, that is not easily adaptable to technology changes.

Since MASs are gaining widespread acceptance, it is necessary to create an MAS
development process that clearly specifies the different process stages and the transi-
tions between these stages. The process proposed in this section aims to specify the
implementation of agent-oriented systems by applying the MDA approach.

The MAS development process proposed in this paper is illustrated in Fig. 1. In the
CIM stage, the system can be described by using domain-specific ontologies or any
other computational independent technology. For instance, ontologies define the con-



cepts and relationships related to the problem domain that can be used to specify a
system. The definition of such concepts and relationships do not depend on the com-
putational abstractions used to solve the system problem. It is not within the scope of
this paper either to exemplify the CIM models of MAS or to demonstrate the trans-
formation from CIMs into PIMs.

Next, the CIM models should be transformed into PIMs by using any platform in-
dependent modeling language, such as AUML [3] and MAS-ML. In our approach, we
propose to use the MAS-ML modeling language. The main difference between MAS-
ML and other MAS modeling languages is that MAS-ML defines organizations, roles,
agents and environment as first-class entities. By defining these abstractions as first-
class entities it is possible to define their properties, relationships, internal executions
and interactions.

After the creation of PIMs, PSMs should be generated by choosing an implementa-
tion platform. In order to implement MAS, several architectures, frameworks and
platforms, such as ASF, Jadex [8] and RETISINA [15], can be used. In our approach,
the MAS-ML models are transformed into UML models by using the ASF framework.
The ASF framework was chosen since it is possible to implement all MAS-ML ab-
stractions. Other implementation platforms do not deal with the implementation of
such abstractions. To implement MAS with Jadex from MAS-ML models, new trans-
formation rules to convert the MAS-ML models in Jadex structure are requested, that
can become very difficult since Jadex does not use the same abstractions as MAS-ML
[1]. Finally, PSMs are transformed into code. The programming language will depend
on the platform used to implement the system. In the proposed approach, MAS will be
implemented in Java since this is the language used by ASF.

Fig. 1. MAS development process based on MDA

2.1 PIM

MAS-ML is a modeling language focused to MAS. This language is an extension of
UML by including agent-related concepts presented in the TAO conceptual frame-
work [11]. Thus, by using MAS-ML it is possible to model not only objects, but also
agents, environments, organizations and roles that are entities defined in TAO and
usually found in MAS.

MAS-ML was chosen to model MAS PIMs due to three main factors. First, this
language is not a platform dependent modeling language. Although MAS-ML uses
agent and object-oriented abstraction, MAS-ML does not restrict the implementation



of its models to a specific implementation platform. Second, MAS-ML is a modeling
language that is MOF [5] compliant. This characteristic facilitates the MAS develop-
ment process since XMI [6] can be used during the development process. XMI pro-
vides a mapping from MOF to XML and, therefore, can be used to describe MOF
compliant models. XMI is used in our approach to represent the MAS-ML models, to
assist in the transformation from MAS-ML models into UML models, to represent the
UML models and to help the transformation from UML models into code. Finally, as
stated before, MAS-ML models abstractions such as organizations, environments and
roles that are not adequately modeled in other MAS modeling languages [2,3]. With-
out modeling these abstractions it is not possible to model, for instance, agents playing
different roles in different organizations.

2.2 Transforming PIMs into PSMs

After using MAS-ML to model PIMs, the models should be transformed into PSMs.
The transformation of MAS-ML models into UML models occurs in two stages.

Fist Stage: Creating the MAS-ML XMI
The first stage consists of describing the all the MAS-ML models in a textual descrip-
tion by using the XMI format. In order to do so, it was necessary to create an MAS-
ML DTD that specifies the MAS-ML models in XMI. The MAS-ML DTD extends
the UML DTD according to the extensions proposed by MAS-ML to the UML meta-
model. The XMI file created by using the MAS-ML DTD represents the MAS-ML
models and is called MAS-ML XMI.

Second Stage: Creating the UML XMI
In this stage, the MAS-ML XMI generated in the previous phase is converted into a
UML XMI through the instantiation of the ASF Framework. This transformation uses
a UML XMI file that contains the framework specifications. This file describes all
classes and relationships among classes that are defined in the framework. During the
transformation, the UML XMI file of the framework is extended with the application
details that are described in MAS-ML XMI. The extended file characterizes the in-
stantiation of the framework and the implementation of an application. The UML XMI
has details related to the implementation platform.

2.3 PSM

The UML XMI generated in the previous stage represents a PSM of the application.
By using graphical tools, such as Rational Rose [10] and Poseidon [9], which import
XMI files, it is possible to generate UML models of the application.

The UML model created in this stage is a UML class diagram that contains the
ASF framework classes and the classes related to the application that instantiate the
framework. All application entities, properties and relationships modeled on the three
MAS-ML structural diagrams generate the UML class diagram of the application.



2.4 Transforming PSMs into code

In the final stage of the MAS development process, the UML models are transformed
into code. This kind of transformation corresponds to the last stage of the MDA ap-
proach that transforms PSMs into code. Almost all graphic tools that import UML
XMI, such as Rational Rose and Poseidon, are capable of automatically generating
code from a UML XMI.

3 Conclusion and Future Work

The MAS development process presented in this paper intends to provide an approach
for modeling and implementing MAS by using MDA. The proposed process is com-
posed of three stages. In the first stage, our approach proposes the use of MAS-ML to
model MAS by creating PIMs. MAS-ML was chosen since it models several MAS
models that are not (appropriately) modeled in other MAS modeling languages. In the
second stage, the MAS-ML models are transformed into UML models by using the
ASF framework. The ASF framework was chosen since it defines a set of object-
oriented models that implement the MAS entities modeled in MAS-ML. Finally, the
UML models are automatically transformed into code in the third stage proposed by
the MAS development process.

The MAS development process takes advantage of the MDA approach used to de-
fine the process. Four main characteristics can be enumerated: (i) portability and reus-
ability: MAS-ML models are portable to different implementing platforms because
such models describe MAS without including implementation details. Thus, MAS-ML
models can be reused by several developers to implement the system by using differ-
ent platforms; (ii) interoperability: The use of XMI to describe models created during
the process provides interoperable PIM and PSM models. MAS-ML models as well as
UML models are interoperable due to the use of MAS-ML XMI and UML XMI; (iii)
low coupling: Due to the intrinsic characteristics of MDA, PIMs (or conceptual mod-
els) and PSMs (computation models) are low coupling. In our approach, MAS-ML
models are PIMs that do not include details related to a specific platform. Such details
are present just in UML models, PSMs.

To make the construction of MAS feasible by using our approach, a modeling tool
was developed to support the design and implementation of MAS. The tool allows the
designer to graphically model MAS systems by using MAS-ML and to implement
them while generating Java code by using the ASF framework.

With the aim of enhancing the tool that gives support to the development of MAS
by using MDA, several important improvements should be carried out. First of all, the
transformer that generates code from MAS-ML models should also consider the
MAS-ML dynamic diagrams. Second, the tool should make the visualization and also
the modification of the UML models that represent the system implementation feasi-
ble. In addition, the tool should provide a model checker to analyze and verify the
consistence among the different models (MAS-ML models and UML models).
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